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Categories and Subject Descriptors

D.1.2 [Software]: Automatic Programming; D.2.1 [Software

Engineering]: Requirements/Specifications; D.2.4 [Software

Engineering]: Software/Program Verification
; D.2.11 [Software Engineering]: Software Architectures

General Terms
Design

1. Current Software Practice

Software exists to fulfill needs that individuals and orga-
nizations have. Software is a complex artifact that fulfills
those needs by providing services, while consuming reason-
able levels of resource and conforming to constraints from its
context. To develop software, developers bring their design
knowledge to bear, translating their understanding of the
requirements by adapting existing code and creating new
specialized code. Unfortunately, the design knowledge and
its rationale are usually not captured in a useful form.

In our view, software should be treated as a formal com-
position of requirement specifications, models, library com-
ponents, design abstractions (e.g. system architecture pat-
terns, design patterns, algorithm patterns, etc.), datatype
refinements, optimizations, and other specialized code gen-
eration techniques. We call this composition the derivation
structure of the software. Our intent is that a machine could
execute a derivation structure to generate code, effectively
mechanically replaying a summary of the developer’s design
process.

Current practice leaves the derivation structure informal
and largely unrecorded, giving rise to critical deficiencies:

e (Cost of evolution — Most of the cost of software over
its lifecycle results from adapting the code to meet
changing requirements. Without an explicit derivation
structure, there can be little in the way of machine
support for software evolution.

e Lack of confidence — The design and evolution process
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leaves behind little or no evidence that the artifact
achieves its goals. How do I as a buyer know that a
product has the functionality that it claims? How do
I know that it operates safely and securely in my envi-
ronment? What evidence can I examine to determine
the validity of the advertised features of the product?

e (Cost of certification — Because of the informal devel-
opment process, the cost of certifying software systems
is often several times the cost of developing the soft-
ware. It would be far better if the development process
itself generated verifiable (i.e. independently and ef-
ficiently checkable) evidence that the code meets its
requirements. For example, if a design pattern were
formalized, and pre-analyzed for its properties, then it
would be possible to generate certification evidence at
the same time that the code pattern is instantiated.

To address these deficiencies, a science of design provid-
ing solid foundations for software engineering will focus on
derivation structure as the essence of software. A deriva-
tion structure provides better localization and modulariza-
tion of concerns than code does. Software is more than
source/binary code, software is its derivation structure.

2. Derivational Software Engineering

Software exists to fulfill needs that individuals and orga-
nizations have. As these needs evolve, they are reflected in
changing requirements on software systems. Some changes
are purely technological, as in the need to migrate to newer
platforms, but most reflect the need for new or modified
features and services. Needs also arise to deal with chang-
ing features of the operating environment of software, such
as the increasing presence of malware and non-benign users.
Overall, changing requirements are the driver of the software
development and evolution process.

In this view, the software lifecycle is primarily defined by
a sequence of requirements. Secondarily, each requirement
has an associated derivation structure. The design deci-
sions taken in the development of code for an initial require-
ment for a system would be recorded as its derivation struc-
ture. Subsequently, an incremental change to the require-
ments would trigger the need for an incremental change to
the derivation structure, which includes changed code. The
challenge and promise of a derivational approach is to treat
incremental change to a derivation structure as a problem-
solving process admitting automated solutions, leading to
increased automation and lower cost due to reuse of the
previous derivation structure. The issue is knowing when



to follow the previous derivation structure and when to de-
part from it, generating new structure. In summary, the
initial system design derives from the initial requirements,
and subsequent evolution steps are driven by requirements
changes.

Requirement specifications capture the conditions under
which stakeholders find a candidate implementation accept-
able. The requirements community has developed a rich
collection of techniques for composing requirements, explor-
ing tradeoffs, and moving towards formalization as specifi-
cations [24]. Requirements may be best expressed by a mix-
ture of (1) models that capture features and properties of the
system (e.g. of physical agents and domain-specific require-
ments), and (2) logical formulas that decide the acceptable
behaviors of the system. The models define an overapprox-
imation (i.e. superset) of the desired system behaviors, and
the logical conditions serve to eliminate unacceptable be-
haviors. The most familiar logical requirements are safety
and liveness properties, which are expressible as predicates
on traces. Qualitative (i.e. nonfunctional) requirements are
often given by preferences over coarse-grain utility measures
on traces.

In a deriwational approach, it is not necessary that logi-
cal requirements are ever complete. First, the incremental
adaptation of derivation structure to changing requirements
allows for a process that starts with incomplete require-
ments and slowly “trains” the development process/tools
by incrementally adding in new requirements. That is, in
a requirements-driven process, it may be better to incre-
mentally develop the requirements, so that with each new
requirement increment, the developers work on the corre-
sponding increment to the derivation structure. Second,
models often provide a more concise means for capturing
requirements and given infrastructure than through logical
formulas. The issue is ensuring that the features and prop-
erties embodied in models are preserved by the derivation
in the final code.

It should be obvious that all code embodies some require-
ments, whether or not they reflect actual needs. And it
is also true that feedback from stakeholders is needed to
capture the actual requirements. The initial requirements
may be a crude approximation of what they will end up
as. The goal is to develop a succession of approximations
that converge to requirements that all stakeholders find ac-
ceptable. Over the lifecycle, as the needs of stakeholders
evolve, so will the requirments. The software lifecycle is a
sequence of requirements that are more-or-less acceptable to
the stakeholders. The job of software engineers is to supply
the tools and design-knowledge formalizations that permit
an automated, incremental generation of derivation struc-
tures accompanying this sequence of approximate require-
ments. If we regard the code generated from intermediate
requirements as prototypes, then the prototypes can be run
for stakeholders to gain further insight into the adequacy
of the requirements, unconcerned about the inertial cost of
modifying the prototype (since it and its successors will be
generated).

In our view, the process of transforming requirement spec-
ifications to code is via a sequence of refinement steps. Each
refinement embodies a design decision, replacing a design
on one level (initially the combined models and formulas
that comprise the requirement specifications) with a more
detailed design at the next. Under certain mathematical
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conditions, refinements can be shown to preserve proper-
ties. The key to generating certification evidence as a part
of the code derivation process is to ensure that the refine-
ments in the derivation structure (1) preserve the features
and properties embodied in initial models, and in the designs
at various levels of refinement, and (2) enforce and preserve
any logically specified requirements during refinement.

Aspect-oriented and feature-oriented programming pro-
vide some rough special cases of derivational design: modu-
lar statements of requirement intent are mechanically trans-
lated into code scattered throughout an intermediate-level
design [2, 5, 14, 23].

3. Directions for Future Research

Several key research issues arise from the view of software
as a refinement-based derivation structure in a requirements-
driven lifecycle.

1. Filling the semantic gap between requirements and code
— Where does the information come from to fill the
large gap between requirements and code? What is
the nature of the refinement steps and how do they
arise?

Compilers fill in their gap by instantiating rules for
translating constructs from one language to another.
Requirement-level specifications often do not have com-
putational content so there may not be a ready set of
source-to-source translation rules. Some refinement-
based methods such as VDM, B [1], and the Praxis’
Spark methodology [4] rely on manually invented re-
finements and their post-hoc verification. This is an
expensive process under requirements evolution.

In our view, most software can be treated as the rou-
tine composition of well-known design abstractions, as
described in textbooks on system architectures, design
patterns, algorithms, data structures, and so on. Cap-
turing those reusable design abstractions and making
them available for machine application will facilitate
the construction (and incremental reconstruction) of
derivation structures.

The informal capture of design abstractions is not a
novel or little-known idea. Software architecture pat-
terns [8], design patterns [13], frameworks, generic pro-
gramming [3], template/schema-based programming,
generative programming [11], higher-order functions,
domain-specific generators, product-lines [10], libraries,
etc. all are motivated by a similar objective: to cap-
ture common patterns of computation so that they can
be built once and reused often [7]. The cost of build-
ing them is amortized over many uses. However, the
abstraction mechanisms listed, typically are not rep-
resented in a way that they can be applied mechan-
ically. Similarly, they do not provide much support
for their correctness argument; design abstractions are
most commonly thought of as a means for improving
programmer productivity and facilitating requirement
changes.

The formal capture of design abstractions has seen less
effort, but it naturally builds on and extends the pre-
viously mentioned approaches. The benefits of formal-
izing design abstractions include mechanical applica-
tion and the co-generation of code and certification



evidence. Work on the formalization of algorithm the-
ories, datatype refinements, and various optimization
techniques can be found in [15, 9, 19], including a tax-
onomy of algorithm theories [20] and the beginnings of
a taxonomy of system architecture theories [22]. The
creative effort is to develop design theories that are
(1) abstract enough to cover a range of concrete design
problems, yet (2) structured enough to admit tractable
machine support for instantiation.

Domain-specific generators that are based on codified
design abstractions and that transform user-specified
problem requirements into certifiable code provide vi-
able instances of this approach [6, 12, 16, 17].

Most approaches to code reuse aim to separate com-
mon code/structure from variation points (code libraries
are the extreme case where there is little or no varia-
tion). Attaching properties to the common structure,
and attaching constraints on variation points provides
a first step towards supporting the generation of certi-
fication evidence at the same time that code instances
are generated.

The upshot is the need for a research program of cod-
ifying best-practice design abstractions in such a way
that (1) they can be efficiently instantiated to meet
requirement-level specifications, and (2) evidence for
the consistency between the specifications and the in-
stance can be co-generated and then efficiently checked
by an external observer.

. Requirements-driven change — What kinds of tools can
support the adaptation of a derivation structure to a
requirements change? In a derivational approach, evo-
lution is effected by a local change to requirements, fol-
lowed by a process of propagating the change through
the derivation structure, re-establishing a consistent
refinement chain from top (requirements) to bottom
(code). Detection and treatment of inconsistencies be-
tween requirements or between requirements and pre-
vious design decisions motivate the exploration of trade-
offs and the choice of alternative design abstractions.
Significant research is needed to develop both theoreti-
cal foundations and practical methods for re-establishing
a globally consistent derivation structure after change
to a local part. Significant levels of automation for this
process seem possible.

This is a topic that has received scant attention, partly
because well-developed machine support for derivation
is needed before the issue of incremental rederivation
comes to the foreground.

. Automated inference tools to instantiate design abstrac-
tions — Some form of deductive inference is needed to
specialize design abstractions to requirements and con-
text in a way that generates formal evidence of consis-
tency. Inference tools are needed to calculate instances
of design abstractions that are correct-by-construction
and tailored to context.

The inference techniques underlying model checking,
abstract interpretation, and other forms of theorem-
proving and analysis, provide sound methods for rea-
soning about the properties and behaviors of software.
Work on derivational approaches to software has tra-
ditionally built on and extended techniques used for
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post-hoc verification of code. Derivational software
engineering has characteristic needs beyond those of
program verification, especially (i) constructive tech-
niques for finding witnesses to existentials, (ii) con-
straint solvers, and(iii) methods for propagating prop-
erties through models and patterns. Current efforts to
develop fast specialized inference engines (SAT, SMT,
combined decision procedures) are especially impor-
tant in providing efficient automatic support for con-
structing refinements.

. Generation of certification evidence — A formalized de-
sign abstraction can be associated with an abstracted
proof (or other form of evidence). The inference tools
constructing a refinement from the abstraction can
then also generate formal evidence for the refinement;
that is, evidence of the consistency between the source
and target of the refinement [21]. Evidence for the
consistency of each refinement can be composed in a
natural way in order to provide evidence for the con-
sistency of a refinement chain [21].

The derivational approach to software provides fresh av-
enues of research for established subareas of Computer Sci-
ence. It offers to provide integration opportunities between
communities that tend to have little interaction and who
should be seen as parts of a larger whole, including

Requirements engineering

Formal specification languages and logics
Domain-specific languages and models

System architecture patterns and modeling formalisms
Design patterns

Model-Driven Development

Formal refinement methodology

Algorithms, data structures, optimizations

Deductive inference, combined decision-procedures and
constraint-solvers

EDA (hardware synthesis tools)

Resource mapping and optimization

For example, increased interaction between the require-
ments, specification, and system architectures communities
would seem to be natural. Current research in architectures
is mostly oriented toward modeling and verification. To sup-
port formal derivation, research is needed into techniques
for propagating (global) requirement constraints through the
structure of the architecture so as to infer (local) constraints
on components. This requires an integrated understand-
ing of requirements, requirement specifications, formal ar-
chitecture patterns/theories, efficient deductive propagation
mechanisms, and so on. Formal capture of architecture pat-
terns and propagation techniques for refining them may re-
quire advances in theory. Currently there is a large gap be-
tween the basic relevant theory (e.g. coalgebraic/coinductive
structure, concurrent games, game logic, mechanism design),



and the conceptions of software engineers regarding the system-

level patterns that constitute best-practice design; e.g. [8,
13, 18].

4. Concluding Remarks

Software exists to fulfill needs that individuals and orga-
nizations have. An ultimate end of software engineering is
providing the tooling to meet those needs through an auto-
mated requirements-driven process of creating and evolving
software. It may be increasingly true that “most software
creators are not software professionals”. Software engineers
then become the meta-engineers that create the tooling to
allow “software creators” to capture and evolve their require-
ments and automatically generate certifiable software-based
services, without needing to know the details of the under-
lying derivation structures. The design abstractions neces-
sary to provide that level of automation become the focus of
software engineer’s efforts. Our view is that a skilled soft-
ware engineer’s insights and creativity are best captured in
reusable design abstractions. There is higher leverage to be
obtained from the effort to develop reusable design abstrac-
tions than from serially creating ad-hoc codes. This fore-
casts a shift, as more developers move from programming to
achieve greater leverage through design knowledge capture
and meta-programming.
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