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ABSTRACT 
In recent years, fine-grained monitoring of software developers 
during software development and maintenance activities has 
increased in popularity, together with use of devices for eye 
tracking and recording developer’s biometric data. We look for 
everyday application of such data to support developers in their 
work. In this paper we discuss an approach to identify potential 
code dependencies in source code, even when written in different 
programming languages, by combining identification of areas-of-
interest in source code using eye tracking with developer’s 
navigation paths. Our plan is to evaluate it with data of developers 
working on real development tasks. 

Categories and Subject Descriptors 
D.2.7 [Software Engineering]: Distribution, Maintenance, and 
Enhancement – documentation, restructuring, reverse engineering 
and reengineering. 

General Terms 
Experimentation, Human Factors, Measurement. 

Keywords 
Eye Tracking, Interaction Data, Potential Code Dependencies. 

1. INTRODUCTION 
For the long time, the prevalent sources of information about source 
code were based on static and dynamic analysis of its contents [8], 
later supplemented by monitoring a developer in revision control 
and task management systems, followed by interaction data from 
development tools [15]. External devices, like eye tracking, 
webcam, or pressure sensors, further extend possibilities of 
monitoring a software developer during software development and 
maintenance activities [6]. The first of the two common use case 
scenarios for gathering such data is to evaluate a developer herself, 
e.g., for ability to comprehend code [1, 9], or her expertise [4, 7]. 
Here, we focus more on the second use case, and thus on identifying 
information about source code that is initially hidden but may be 
revealed by means of developer’s activity [10, 11, 15], as an 
implicit feedback to source code. 

In our work we use eye tracking data and developer’s interactions 
in an integrated development environment (IDE) for identifying 

source code entities and their connections [8, 12, 13] without 
analyzing the code (we use areas-of-interest). Such method may be 
used to uncover dependencies between entities in different 
programming languages, e.g., a client JavaScript application 
referencing a REST web service in C# [16]. 

2. RELATED WORK 
Traditional approaches for identifying code dependencies are based 
on syntactic analysis [8]. However, several authors have used 
interaction data from an IDE [15], e.g., Mylyn [10], or PerConIK 
[3], for identifying connections between source code entities, e.g., 
as interaction couplings [21], traceability links [18, 20], potential 
dependencies [11, 12], or recommending next navigation steps [5]. 
All these works differ in details of used interactions and their 
processing. In addition to other use cases for interaction data, e.g., 
assisting comprehension [3, 17, 18], or maintaining mental models 
and task contexts [7, 10, 14]; identifying and providing source code 
dependencies when syntactic analysis is not possible [11, 12, 16] is 
different approach to answer this problem than using dynamic 
analysis of source code [16, 19]. 

Unfortunately, interaction data still lack information whether a 
developer reads code when not interacting with it at all [15]. This 
inspires authors to employ eye tracking [9, 17, 18] for revealing 
developer’s behavior and interest in specific blocks of code [6], 
e.g., how she comprehends code [1, 9, 18], debugs code [2, 9], or 
even to understand her expertise [4].  

3. DEVELOPER’S ACTIVITY AND GAZE 
The most common interaction that developers perform within 
development activities is navigation in a space of source code 
entities, i.e., source code documents, types, or their members. We 
may distinguish between these ways to navigate in an IDE: 

– Choosing entities in a structural view on source code, e.g., 
project or package explorer, class view, search results, etc. 

– Switching tabs of recently opened documents in a code editor, 
e.g., sequentially, or directly choosing a document. 

– Changing viewport of an actual source code document using 
mouse or keyboard, e.g., scrolling in a code editor. 

– Jumping between types and their members in source code 
using references – requires source code analysis. 

Developers arbitrarily navigate in source code, based on their 
current task and activity [10, 15], and then perform other 
interactions, e.g., comprehend code, solve a problem while 
debugging, or maintain client and server code successively.  
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Figure 1. Example of developer’s gaze in two source code 

documents and navigation between them. 
 

Based on that, we expect the source and target entities of a 
navigation to be somehow connected, being it syntactically, or even 
semantically [11]. 

Eye tracking technology, e.g., by Tobii (http://www.tobii.com/), 
allows us to record developer’s areas-of-interest in a source code 
document [18]. In comparison to recording information just about 
source and target documents of a navigation, recording developer’s 
fixations on lines of code (or blocks) tells us the exact parts of those 
documents that she is interested in. Figure 1 shows an example 
scenario of a developer exploring one source code document, 
interacting with its fragment, then switching to another one, finding 
a related fragment, and then going back.  

We can get similar, but less-detailed, information about developer’s 
gaze from the current viewport of a source code document [5]. 
However, eye tracking metrics may be later used for detailed 
evaluation of developer’s gaze, e.g., pupil size [6].   

4. IDENTIFICATION OF DEPENDENCIES 
Monitoring developer’s navigation paths and eye tracking provides 
us with developer’s implicit feedback on source code. We aim to 
employ it to infer existence of potential source code dependencies 
[12], e.g., method calls or type references.  

As we shown in [11], static dependencies may be inferred from 
developer’s interactions. However, we were able to identify 
dependencies between source code documents only, not entities 
contained in them. We expect that before an attempt to navigate, 
developer focuses on a code element related to an element which 
she works with right after the navigation. Using developer’s 
navigations to traverse a source code space, we connect fixations 
between documents. Attempted navigation results in changing the 
displayed content in a code editor, and, although a developer has 
done even no saccades, she then fixates her gaze on different 
content than before. Finally, we expect those specific places in code 
to be potentially dependent. 

To make our method independent from any syntactic analysis of 
underlying source code contents, we use these IDE interactions: 

– Navigation between documents – open, switch to, or close. 

– Change in viewport of a document – scrolling. 

We use actual contents of a document only to infer areas-of-interest 
in source code that we represent by the starting and ending lines in 
a document. We propose to assign a sequence of the last N fixations 
in a source document, and the first M fixations in a target document 
(e.g., N=M=10), for each performed document navigation, together 
with duration of fixations, dwell time in the target document [11], 

and other eye tracking metrics. Then we aggregate fixations 
(coordinates on the screen transformed into line and column 
positions in source code documents) into area(s)-of-interest, i.e., 
source code elements (possibly blocks of code) as the source and 
target places of performed navigation. With this approach we 
identify potential dependencies between not just documents, but 
more fine-grained source code entities within and between 
documents [11, 12]. In the example shown in Figure 1, the areas 
underneath fixations 7 and 13 may be potentially dependent. 

5. EVALUATION PROPOSALS 
To experimentally evaluate proposed approach we collect 
recordings of various development sessions in two stages. 

In the first stage of experimental evaluation of proposed approach, 
we plan to use Tobii Studio with Tobii X60 and TX300 devices for 
controlled experiment of a developer studying source code known 
to him and editing it. After that, we will manually analyze and 
annotate data to explore how the nearest eye fixations in source 
code documents before and after a navigation correlate with actual 
static dependencies in source code. We expect the navigation 
interaction itself to make noise in tracking developer’s gaze in 
documents, e.g., checking the list of documents when switching 
tabs, or navigating to wrong place. 

In the second stage, we equip developers with Tobii X60 or EyeX 
devices, together with our tools to record data from them, as well 
as to record screencast, and interactions in Microsoft Visual Studio 
or Eclipse IDEs [3]. This setup may be more feasible for developers 
to track their own software development activities, rather than 
being set up in an experiment room [1]. We expect to gather noisy 
data of real development scenarios, although unknown to us, and 
not repeatable among participants. Optional audio (think aloud) 
recording may help us to overcome this problem, as well as asking 
developers to textually describe their development sessions. To 
avoid developers’ misconceptions on privacy leaks, they will be 
selected specifically for the experiment, and will be able to turn off 
the recording anytime.  

6. DISCUSSION AND CONTRIBUTION 
In this work, we use eye tracking data and navigation paths for 
identification of potential source code dependencies, independently 
from programming languages used. Although navigation paths may 
be taken even at random, in many cases, they implicitly reveal static 
dependencies in source code [11]. As a result, we identify potential 
dependencies even between entities in different languages, e.g., 
JavaScript and C#, C++, Java, etc. 

We chose to use eye tracking for our work because it provides finer 
data than just recording viewports in code editor [5], and we may 
apply eye tracking metrics for weighting and validating identified 
potential dependencies [11]. 

For experimental evaluation we record eye tracking and interaction 
data of both controlled and uncontrolled development sessions 
using Tobii devices and tools provided by the PerConIK project 
(http://perconik.fiit.stuba.sk/) [3]. We see usage of such data also 
for other studies, thus we plan to release them to public. 
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