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Abstract
Are you a practitioner who is tired of null pointer excep-
tions, unintended side effects, SQL injections, concurrency
errors, mistaken equality tests, and other run-time errors
that appear during testing or in the field? A pluggable type
system can guarantee the absence of these errors, and many
more.

Are you a researcher who wants to be able to quickly and
easily implement a type system, giving you the ability to
evaluate it in practice and to field it? You need a framework
that supports these essential activities.

This demo is aimed at both audiences. It describes both
the theory of pluggable types and also the practice of im-
plementing them. A simple pluggable type-checker can be
implemented in 2 minutes, and can be enhanced thereafter.
A type checkers is easy to create, easy for programmers to
use, and effective in finding real, important bugs.

The demo uses the Checker Framework, which enables you
to create pluggable type systems for Java, while your code
remains backward-compatible with all versions of Java. The
ideas translate to other languages and toolsets. The tools
are freely available at http://types.cs.washington.edu/

checker-framework/.

Categories and Subject Descriptors
D.2.3 [Software Engineering]: Coding Tools and Tech-
niques; D.2.4 [Software Engineering]: Software/Program
Verification; D.3.3 [Programming Languages]: Language
Constructs and Features; D.3.4 [Programming Languages]:
Processors

General Terms
Design, Documentation, Experimentation, Languages, Reli-
ability, Security, Verification

Keywords
Pluggable type-system, user-defined type system, Checker
Framework, Java, type checking

1. Motivation
Buggy software is costly to society: in 2002, insufficient

software testing and verification were estimated to cost the
US economy $22–60 billion annually [9]. One approach to re-
ducing this cost is program verification via type systems. A
static type system helps programmers to detect and prevent
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errors. However, a language’s built-in type system does not
help to detect and prevent enough errors, because it can-
not express certain important invariants. A user-defined,
or pluggable, type system enriches the built-in type sys-
tem by expressing extra information about types via type
qualifiers. Example qualifiers include nonnull, readonly,
interned, locked, and tainted, as well as much more com-
plex type systems. Pluggable types permit more expressive
compile-time checking and guarantee the absence of addi-
tional errors.

We present the Checker Framework for defining pluggable
types in a backward-compatible way, in the context of a
real-world programming language. Our implementation is
for Java, but the ideas and techniques translate to other
languages. The Checker Framework is available in source
and binary forms from http://types.cs.washington.edu/

checker-framework/.
The framework makes it easy to define type-checkers ei-

ther declaratively or procedurally. The framework makes
use of a syntax for type qualifiers that is usable today and
is planned for inclusion in a future version of the Java lan-
guage. The framework is in daily academic use by type
system designers who are creating new type systems and
evaluating them in a realistic context. The framework is in
daily industrial use by programmers who want a guarantee
that certain types of errors cannot occur. The framework
has been applied to millions of lines of code and has found
errors in every codebase to which it has been applied.

The framework ships with the following checkers:

• Nullness checker for null pointer errors
• Interning checker for errors in equality testing and in-

terning
• IGJ checker for mutation errors (incorrect side effects),

based on the IGJ type system
• Javari checker for mutation errors (incorrect side ef-

fects), based on the Javari type system
• Lock checker for concurrency and lock errors, inspired

by the Java Concurrency in Practice (JCIP) [5] anno-
tations

• Fake enum checker for integers used as enumerations
• Tainting checker for trust and security errors
• Linear checker to control aliasing and prevent re-use
• Regex checker to prevent use of syntactically invalid

regular expressions
• Internationalization checker to ensure that code is prop-

erly internationalized: user-visible text is obtained from
a localization resource, and proper keys are used for a
localization resource

375



• Property file checker to check keys used for property
files and resource bundles, and to check international-
ization and compiler messages

• Basic checker for customized checking without writing
any code

Additional checkers written by third parties are also avail-
able. The Checker Framework comes with a 100-page man-
ual, mostly describing each of the pluggable type systems.

2. Benefits to the profession
Program types are the shining success of formal methods.

Types are widely adopted by rank-and-file programmers to
detect errors and — more importantly — to verify that no
more errors (of particular varieties) exist. However, the up-
take of types into practice has been limited by their mi-
gration into mainstream programming languages, a process
that takes decades. Our work shortcuts this process, offering
benefits both to practitioners and to researchers.

For practitioners, we offer the ability to adopt new type
systems without breaking compatibility with existing pro-
grams, systems, and languages. This enables faster adoption
of new ideas. Our work also permits programmers to define
application-specific type systems that verify important prop-
erties of their systems. We believe that these changes have
the potential to transform the way that software is written,
and the way that programmers think about their programs.
Rather than testing to try to eliminate as many bugs as pos-
sible, types provide a pathway to verification and a mindset
of writing correct code.

For researchers, we offer the opportunity to experiment
with type systems in the context of a widely-used indus-
trial language, Java. To date, evaluating a new type system
has generally required either defining a new language, or ex-
tensive and incompatible changes to an existing language.
Incompatibility with existing tools and programs limits the
scope of experimentation, and it limits adoption in prac-
tice. This has too often led to flawed theory — say, the
approach is unscalable, or it does not handle features like it-
erators, generics, or the visitor pattern, or a proof of sound-
ness makes unrealistic simplifications. Empirical evaluation
is not optional — it is a necessary part of programming lan-
guage research. By lowering the bar to experimentation,
while retaining compatibility with existing tools and pro-
grams, we hope to change the way that researchers think
about implementing and evaluating their ideas. The result
should be more relevant and worthwhile theory and systems,
achieved more quickly.

3. Related work
This document only skims the surface of related work. For

a more extensive discussion, please see [8].
The most closely related frameworks are JQual [6], and

JavaCOP [1]. These two frameworks, like the Checker Frame-
work, have been used to implement the Javari [10] type sys-
tem for enforcing reference immutability. The version im-
plemented in our framework supports the entire Javari lan-
guage (5 keywords). The JQual and JavaCOP versions have
only partial support for 1 keyword (readonly), and neither
one properly implements method overriding, a key feature
of an object-oriented language. Neither JQual nor JavaCOP
scales to real programs — either in terms of program size or
of language features.

The JastAdd extensible Java compiler [2] includes a mod-
ule for checking and inferencing of non-null types [3], though
it is less featureful and correct than our nullness checker.
JastAdd could theoretically be used as a framework to build
other type systems.

The goal of a bug-finder such as FindBugs [7] is to find
just a few errors, not all errors. FindBugs discards most
reports to avoid false positives. Its benefit is that it requires
few user annotations.

The Type Annotations (JSR 308) Specification [4] ex-
plains how Java will support expressing pluggable type sys-
tems.
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