
IPTES: A Concurrent Engineering Approach for Real-TimeSoftware DevelopmentP. PulliTechnical Research Centre of Finland (VTT)Computer Technology LaboratoryKaitovayla 1, P.O. Box 201, SF-90571 Oulu, FinlandR. Elmstr�mThe Institute of Applied Computer Science (IFAD)Forskerparken 10, DK-5230 Odense M, DenmarkAbstractThe constantly increasing concurrency, complexity, and risks associated with the indus-trial development of real-time embedded computer systems has been approached in dif-ferent ways in recent years. In Esprit project no. EP5570, called IPTES, a methodologyand a supporting environment to support the Boehm's spiral process are being developed.The prototyping environment will enable the speci�cation, development, and veri�cation ofexecutable system models so that di�erent parts of the system may represent di�erent mod-eling levels and yet can be executed as a total system. Concurrent engineering problems inconnection with multi-supplier, distributed software development are also addressed in theIPTES environment. In the IPTES project the concept of heterogeneous prototyping isproposed as a solution. Each of the development teams may use relatively abstract modelsof the other parts of the systems as a testbed (environment model) for their own part, yetthey can proceed developing their own part full speed by means of advancing the maturityof their part to the next abstraction level(s). The IPTES environment provides a set oftools to help in the process of creating, analysing, and testing distributed heterogeneousprototypes.



1 IntroductionThree major trends can be seen in the development of software for embedded systems in thenineties:1. The complexity of systems is constantly increasing.2. Just-on-time delivery policies and 
exible manufacturing will require new degrees of free-dom from the traditional software development process.3. The number and the impact of risks associated with software development are on theincrease.In general, the software part of typical embedded systems is becoming more dominant. There-fore the management of risks, such as misunderstanding of customer needs, subcontractor co-ordination problems, schedule overruns, sta� or budget overruns, functional or quality pitfalls,or in the worst case cancelled projects is increasingly important in the industrial developmentof embedded systems.Over the last few years, more and more attention has been paid to alternative software develop-ment models that could both overcome de�ciencies [Agresti86] of the traditional waterfall model[Boehm81], and accommodate activities such as prototyping, reuse, and automatic coding aspart of the process.In ESPRIT project EP5570, IPTES1, a methodology and a supporting environment to supportBoehm's spiral process are being developed. The IPTES methodology and the supportingenvironment integrates the use of Ward andMellor's StructuredAnalysis for Real-time Systems,the formal speci�cation language VDM-SL, and incremental prototyping into Boehm's spiralmodel. In this paper we present the IPTES methodology.In the next section we present the background of the IPTES methodology in the spiral processmodel. In section 3 we present how the IPTES methodology supports the use of the spiralmodel in the development of embedded software systems. In section 4 we present the bene�tsforeseen in applying the IPTES approach. In section 5 we present some related work and �nallyin section 6 we give some concluding remarks.2 Spiral Process ModelThe spiral model proposed by Boehm [Boehm88] (Figure 1) is a development process modelin which prototyping and reuse are important ingredients. The model describes an iterativedevelopment process where planning, risk identi�cation and resolution and development (ofprototypes or product) are part of each iteration.The risk-driven nature of the spiral model makes it particularly applicable to complex embeddedsystems.2.1 Risk ManagementThe spiral model guides a developer to postpone detailed elaboration of low-risk software ele-ments and to avoid going too deep in their design until the essential high-risk elements of thedesign are stabilised. Risk management requires appropriate attention to early risk resolutiontechniques such as early prototyping and simulation. The spiral model may incorporate proto-typing as a risk reduction option at any stage of development and explicitly calls for suitable riskassessment and risk control activities throughout major portions of the development process.1IPTES is an acronym for Incremental Prototyping Technology for Embedded real-time Systems1
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Figure 1: Boehm's spiral model for the software development process. The radial dimensionrepresents the cumulative cost, and the angular dimension represents the progress made incompleting each cycle of the spiral.
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Risk management involves the following steps [Boehm91]:� Risk assessment techniques{ Risk identi�cation produces lists of the project speci�c risk items likely to compro-mise a project's success.{ Risk analysis quanti�es the loss probability and loss magnitude for each identi�edrisk item, and it assesses compound risks in risk item interactions.{ Risk priorisation produces a ranked list of risk items according to their severity.� Risk control techniques{ Risk management planning helps prepare you to address each risk item. It alsoincludes the coordination of the individual risk item plans with each other and withthe overall project plan.{ Risk resolution produces a situation in which the risk items are eliminated or other-wise resolved.{ Risk monitoring involves tracking of the project's progress towards resolving its riskitems and taking corrective action where appropriate.2.2 Concurrent Threads of Activities
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later analysed and the produced code thrown away. Based on the lessons learned from thearchitectural prototype, the high-risk thread enters full-scale design and implementation basedon the valid parts of the architecture and design during Spiral 4. Concurrent with the thirdand fourth spirals the medium-risk elements are being speci�ed. During the �fth and laterspirals the high-, medium- and low-risk threads progress concurrently, leading to incrementalintegration, installation, and use.3 IPTES ApproachThe spiral model is a generic model, so it does not explicitly de�ne the milestone abstrac-tion levels to be produced for each cycle. The spiral has to be customised on a company orproject basis. [Royce90] presents a derivative of the spiral model which explicitly de�nes thesemilestones according to the US military standard [DOD-STD-2167A]. [Nettles91] describes an-other on-going coordinated e�ort of producing guidelines for applying Spiral model which alsoheads for DOD-2167A compliance. We have chosen not to strive for 2167A compliance, be-cause it being a document driven approach tends to force excess synchronisation of concurrentdevelopment threads.
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Figure 3: The di�erent levels of abstraction for real-time system development proposed by theIPTES guidelines.Figure 3 presents the abstraction levels we propose. They follow the abstraction levels of awell-known embedded system development method, Ward & Mellor's Structured Analysis forReal-Time Systems (SA/RT) method [Ward&85] enhanced with a subsystems level of abstrac-tion similar to one proposed in [Gomaa89]. This extension may prove useful for large sys-tems development and for concurrent engineering [Reddy&92] purposes. The rationales behindchoosing Ward&Mellor SA/RT like levels of abstraction are:� SA/RT being a model-oriented rather than phase- or document-oriented method it sup-ports several abstraction levels. 4



� SA/RT is a well-known and understood method used in industrial embedded systemdevelopment, i.e. it is not too fancy and risky.� There exists textbooks, courses and consulting services providing an abundance of guide-lines, heuristics and other support.The Logical Model (LM) consists of an environmental model and a behavioural model. Inthe environmental model the system's environment and the events from this environment aredescribed. In the behavioural model the system's externally observable behaviour is described.The physical model consists of several sub-models. The optional SubsystemsModel (SM) is usedto identify subsystems within a logical model. Subsystems are characterised with high internalcohesion and low external coupling. Subsystem model is useful for large logical models, andfor systems where parts of the model have multiple instances2. The Processor EnvironmentModel (PEM) describes how system activities and data are allocated to di�erent processorswhich are truly concurrent. The interfaces between processors are also described. The SoftwareEnvironment Model (SEM) is a description of the software architecture inside one processor.The SEM model describes how concurrency will be solved using a sequential processor. TheCode Organisation Model (COM) describes the modularisation scheme to implement the soft-ware. It will identify a hierarchy of modules and data structures. For object oriented designs itwill identify a hierarchy of classes and objects. The Implementation Model (IM) describes theproduct implementation.3.1 Heterogeneous PrototypeA heterogeneous prototype is an executable systemmodel whose di�erent parts may be speci�edat di�erent abstraction (modeling) levels, and yet they can be executed together as a totalsystem. Over the lifetime of the prototype the mix of abstraction levels may change [Gabriel89].Figures 4 and 5 [Mortensen90] illustrate the concept of the heterogeneous prototype.3.2 Incremental PrototypeIncremental prototyping is the process of building heterogeneous prototypes over time. Theincremental prototyping process may contain concurrent engineering [Reddy&92], i.e. theremay be several teams working simultaneously with di�erent heterogeneous prototypes. Eachof the teams may use relatively abstract models of the other parts of the system as a testbed(environment model) for their own part, yet they can proceed developing their own part fullspeed by means of advancing the maturity of their own part to the next abstraction level.Concurrent engineering can take place at the level of concurrent threads shown in Figure 4, orit may take place at a subsystem level, i.e. work for each subsystem may contain concurrentthreads, see Figure 6.3.3 Decision Support TechniquesThe spiral model decision making has following characteristics:� Planning (at all levels) is carried out using the standard planning sequence: determineobjectives, alternatives, constraints, evaluate alternatives, identify and resolve risks.� Signi�cant parts of the global decision making activities can explicitly be left to be takenlater in the project.2Subsystem can also be thought as a unit of development work to be allocated to working groups within alarge project. 5



A
bs

tr
ac

tn
es

s

Pure
thought

Physical
implementation

Spiral 1  Spiral 2  Spiral 3  Spiral 4                  Spiral 5 .. N

TimeCommitment 

Commitment 

Commitment 

Commitment 

Concept
development

Requirements

Architecture

Design

Code,
unit test

Integration,
acceptance

Highest risk

Medium risk

Low risk

Heterogeneous prototype

Existing code
library

Figure 4: A heterogeneous prototype can be viewed as a vertical snapshot of concurrent devel-opment threads of Boehm's spiral model.� There are explicit provisions for contingency planning activities during the project.� Concurrent engineering aspects: There is relative freedom in the order/concurrency tasksare carried out.In IPTES we have chosen to support decision making with an advanced form of value analysisespecially suited for teamwork. Quality Function Deployment (QFD) [Zultner89] was developedin Japan in 1970's and 1980's [Akao90] as an integrated set of quality tools and techniques. Itis used for market research and product design purposes to make explicit the "voice of thecustomer" throughout the product design process. Basic to the application of QFD is theuse of variety of matrices to examine in detail the interaction of various dimensions such asfunction, cost, customer demands, raw materials, etc. Matrices are prepared by a team e�ort,so they have the potential to bridge the expertise of di�erent individuals or groups. We seethe QFD techniques as complementing the Boehm spiral model in teamwork-based decisionsupport. From the decision making point of view, the QFD matrices present a roadmap for theactual decision network [Curtis87] of the project team. We are currently looking for ways toextend the current QFD system [King89] for identi�cation and quanti�cation of risk elementsof the product, project, and the company infrastructure.3.4 Speci�cation LanguagesWe have chosen Ward and Mellor's Structured Analysis for Real-Time Systems (SA/RT) graph-ical notation as a basis for speci�cation and design descriptions in IPTES. However, SA/RTbeing a semi-formal language implies that an executable dialect of the SA/RT notation has tobe developed since the use of incremental prototyping requires the use of executable speci�-cation languages. In the IPTES project we have chosen to use VDM-SL [Elmstr�m&93a] andhigh-level timed Petri nets [Felder&93] to give exact formal syntax and semantics to SA/RT.6
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We have also de�ned an executable subset of the emerging BSI and ISO standard VDM-SLlanguage [Elmstr�m&93b] to be used for specifying the data transformation part of SA/RT inmini-speci�cations. The derived mini-speci�cation language is called IPTES Meta-IV.A high-level timed Petri net (HLTPN) kernel is used as the underlying execution mechanismof the IPTES environment. This kernel is used as basis for the execution and analysis of theseSA/RT-VDM models. The HLTPN kernel makes the IPTES environment open for extensionto other executable speci�cation languages.Run-time adaptation techniques [Leon&93] de�ne a basic set of distributed data, control, andtiming exchange mechanisms between the HLTPN kernel and high-level programming languageroutines.3.5 Tool EnvironmentThe IPTES environment [Leon&93] provides a set of graphically-oriented tools to help in theprocess of creating, analysing and testing distributed heterogeneous prototypes. The visualisa-tion of prototype execution is based on graphical animation techniques [Pulli&93].Internally, the environment is based on a representation of the system in terms of high-leveltimed Petri nets with shared places [Puente&93]. The interchange of information between thenodes is performed by a real-time object communication subsystem that ensures consistencybetween shared places.4 Bene�tsThe following bene�ts are foreseen in applying the IPTES approach from the viewpoint ofproject managers and software engineers:� E�cient user needs tracking and accommodation into product� Improved project visibility� E�cient coordination of subcontracting� Management of increasing complexity� Piecewise modernisation of a mature product� Controlled transfer of technically and commercially risky features into products� Improved control over time within the project� Advanced quality management� Harnessing application code generators in development workFigure 7 describes how the IPTES mechanisms support these bene�ts.5 Related WorkGabriel presents the requirements for a future prototyping environment in [Gabriel89]. Gabrielforesees the need for heterogeneous prototyping by requiring that elements from behaviouraland structural prototypes can be combined and during the development process this mix maychange as the requirements to the prototype change.9
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Luqi has presented a prototyping environment for large software system design based on reusableAda software components [Luqi86]. The computational model is based on data 
ow undersemantically uni�ed control and timing constraints. Luqi has presented the importance of thecomputational model for a prototyping tool, language and method in [Luqi86]. A limitation ofthe Luqi's system is that it does not support multiple abstraction levels. The abstraction levelsupported is roughly equivalent to the software environment model of SA/RT3.Harel et al. have produced a commercial, graphical executable speci�cation tool, Statemate[Harel&90], that has prototyping features. It is possible to automatically generate prototypecode from the activity-chart and Statechart [Harel87] speci�cations. Currently translations intoAda and C code are supported. A limitation of the Statemate tool is that it does not supportmultiple abstraction levels. Currently, an abstraction level equivalent to the logical model ofSA/RT is supported4. However, it is possible to combine the prototype code generated out ofStatemate models with user-written programs in Ada or C [Harel&90], [Coleman&90].A recently started EUREKA project "RiskMan" [Manperil&91] is working on de�ning a projectmanagementmethodology and developing a toolset for the management of large, predominantlysoftware-oriented systems. The project is developing modules matching the spiral model iter-ative life cycle steps. The project has selected value analysis as a decision support techniqueto be applied for identi�cation of objectives and alternatives, for traceability, and for variousconstraints.Aoyama [Aoyama87] and Hatley [Hatley91] have studied the requirements for organisationinfrastructure to support concurrent development of embedded software-intensive systems.[Blumofe&88] and [Cadre90] describe a commercial, graphical executable speci�cation tool,Teamwork/SIM. This tool supports a limited form of execution, capable of expressing only con-trol and timing issues. Computations and data have been omitted. However, Teamwork/SIMsupports several abstraction levels equivalent to the LM, PEM and SEM from SA/RT.There are a number of tools for SA/RT logical model execution [Webb&86], [Reilly&87],[Coomber&90], [Athena89].Some of the surveyed tools can be used for execution of heterogeneous models, and in that sensethey make incremental prototyping possible. However, none of the tools supports incrementalprototyping5.6 Concluding RemarksThe IPTES approach addresses the future requirements of the software engineering process:overcoming increasing complexity and development risks and supporting 
exible just-on-timeproduct development:� IPTES improves communication by improving the visibility of the software engineeringwork, allowing user needs to be accommodated earlier, more reliably, and accurately.3One can argue that there are in fact two abstraction levels: the Software Environment Model level and thecode level. This is because Luqi's system does not have a mini-speci�cation language; instead Ada is used.4[Harel&90] mentions plans to make the prototype code generation more adjustable. This can be interpretedas an indication of interest to support more physical abstraction levels.5To better understand the di�erence between \makes possible" and \supports", consider the case of object-orientation. Any programming language can be used for constructing object-oriented software. However,the bene�ts of object-orientation were �rst realised with proper languages and environments like Smalltalk-80 [Goldberg&85]. 11
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